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Abstract. The term dependability was defined in the 1980s to encom-
pass aspects like fault tolerance and system reliability. According to IFIP,
it is defined as the trustworthiness of a computing system which allows
reliance to be justifiably placed on the service it delivers. Hence, depen-
dability is the capability of a system to successfully and safely complete
its mission. This chapter concentrates on safety and reliability aspects.
It starts with a review of the basic terminology including, for example,
fault, failure, availability, and integrity. In the following, a mathematical
model of fault-tolerant systems is defined. It is used in the further sec-
tions for comparison with different techniques for safety and reliability
analysis. Also selected currently available model-based development tools
are reviewed. A summary and identification of future research challenges
conclude the chapter.

10.1 Introduction

In the last years, the trend to replace mechanical/electrical solutions by software
centric solutions has been intensified. Even systems with strong requirements on
safety and reliability are automated by the use of computer systems. Although
the term dependability comprises several other aspects as well, the focus of this
chapter is set on safe and/or reliable systems. These systems have to be designed
fault-tolerant to fulfill the targeted requirements.

Typically, fault-tolerance is achieved by running the applications on replicated
hardware and/or software components. The resulting complexity of the conside-
red systems raises major concerns, in particular with respect to the validation
and analysis of performance, timing, and dependability-related requirements,
but also with respect to development times. Model-driven engineering addresses
the problem of complexity by increasing the level of abstraction and by partial
or total automation of selected phases within the development process.

Several tools are available for modeling dependable systems, many of them
based on the Unified Modeling Language [1]. This chapter, however, focuses on
model-driven methods that automate phases in the development process either
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by automating the dependability analysis for certain system architectures, or by
automating the code generation process.

The chapter starts with a definition of terms relevant for dependable systems
in Sec. 10.2. Section 10.3 presents a generic model of fault-tolerant systems
based on the work of Arora and Kulkarni [2, 3]. Section 10.4 discusses existing
approaches for reliability and safety analysis. Subsequently, three examples of
model-driven tools in the area of safety-critical systems are analyzed in Sec. 10.5.
The chapter is concluded by a summary and the identification of some research
challenges in Sec. 10.6.

10.2 An Overview on Dependability

The term dependability was defined in the 1980s to unite relevant aspects [4].
Laprie defined computer system dependability as the quality of the delivered
service such that reliance can justifiable be placed on this service. Avizienis et
al. [5] defined six attributes of dependable systems as depicted in Figure 10.1:
availability, reliability, safety, confidentiality, integrity, and maintainability. As
mentioned before, this chapter focuses mainly on safety and reliability aspects.

Dependability

Reliability MaintainabilitySafety IntegrityConfidentialityAvailability

Fig. 10.1. Dependability Aspects

Definition 10.1. Safety is defined as the freedom from those conditions that
can cause death, injury, occupational illness, or damage to or loss of equipment
or property [6]. It is also the expectation that a system does not, under defined
conditions, lead to a state in which human life is endangered [7].

Definition 10.2. Functional safety is part of the overall safety that depends
on a system or equipment operating correctly in response to its inputs [8].

In case when the correct behavior cannot be guaranteed a safety-critical system
should be brought into a safe mode (e.g., an emergency stop) instead of conti-
nuing to deliver the specified function. This is the main difference in comparison
to reliability:

Definition 10.3. Reliability is the ability of a device, system, or process to
perform a required function under given environmental and operational condi-
tions, and for a stated period of time [9].

Both, safety and reliability of a system can be impacted by faults, errors,
and failures. The system must handle them appropriately to achieve safety and
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reliability (i.e., it must be designed as fault-tolerant). The terms fault, error, and
failure can be explained best by using a three-universe model of Pradhan [10].
This model, an adaptation of the four-universe model introduced by Avizie-
nis [11], describes the different phases of the evolution from a fault to a failure.

The first universe is the physical universe, where faults occur.

Definition 10.4. A fault is a physical defect, imperfection, or flaw that occurs
within some hardware or software component [10].

Faults can be dormant for a long time and not influence the execution of the
component. When a fault is activated, the effects can be observed in the infor-
mational universe, classified as the second universe in [10].

Definition 10.5. An error is the manifestation of a fault [10].

Errors can be detected by the component itself, if some rules are defined to
evaluate the state of the component. However, these tests may not be able to
identify the cause of the error (i.e., the fault). Initially, errors are only reflected
in parts of the component’s state. If the error is not detected early enough by
the component, the error may cause a subsequent failure.

It is important to notice that different definitions for fault and error are used
in the literature as they are closely related concepts. Throughout this chapter,
we will try to use the terms as defined in the previous definitions. However, if in
the described projects or approaches the terms are used differently, we will use
the terminology of the projects.

Definition 10.6. A failure of a component occurs when the component de-
viates from the specified behavior [12].

Hence, the third universe is the external universe, where the deviation from
the expected behavior of a component can be observed. Consequently, a failure
is the event that can be detected by interacting components. Thereby, a failure
of a component can be a fault to its environment.

There are various reasons for faults. For instance, a fault can be a design
fault, a physical fault, or an operational fault. While design faults are always
active, physical faults are activated spontaneously with a certain probability.
Faults can be classified according to their effect, as well. The effect can either
be in the value domain or in the time domain [13]. Faults in the time domain
are, for example, lost or delayed messages in a communication channel, but
also replicated messages. Faults in the value domain are, for instance, erroneous
results or bit flips in a message.

Fault-tolerance is the technique to guarantee that despite the presence of
faults a system provides the specified behavior to its outer boundaries [4]. Fault-
tolerance is always based on the effective deployment of redundancy, additional
means that are not required to provide the specified behavior in the absence of
faults. It is important to note, that redundancy is not only restricted to replica-
ting hardware: the type of redundancy ranges from software or data redundancy
to time and hardware redundancy.
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A concrete selection and implementation of fault-tolerance mechanism de-
pends on the number and types of the expected faults. These assumptions are
summarized in the fault hypothesis.

Definition 10.7. The fault hypothesis contains the assumptions about pos-
sible faults, their probability, and their effects to the components of a system.

Based on the concrete fault hypothesis, the developer has to select appropriate
mechanisms to tolerate these faults. Most of the different mechanisms are known
since the 1950’s due to the unreliability of the components at that time [5]. In
general, one can divide the applied fault-tolerance mechanisms into four groups:
error detection, error recovery, error handling / masking, and integration.

Definition 10.8. Error detection allows the detection and localization of er-
rors.

Detecting an error is the first step to achieve the fault-tolerance. After an error
is detected, the component has to analyze the affected subcomponents and the
error type. This is essential to perform error recovery.

Definition 10.9. Error recovery transforms a system state that contains one
or more errors into a state without detected errors [5].

There are different mechanisms to perform error recovery. The two most pro-
minent types are rollback and rollforward recovery. Rollback is realized by
restoring a previous state of the component [10]. This state is saved in a check-
point before the component detects the error. The difficulty of a rollback reco-
very arises from designing and generating the checkpoints. Especially, if several
components must be set back the realization may demand more efforts. The roll-
forward recovery uses application knowledge to compute a new, correct state out
of the erroneous state. Usually, this transformation implicates a reduced quality
of service.

Regardless of the concrete error recovery mechanism it is essential to ensure
that the same fault is not activated again.

Definition 10.10. Error handling prevents system’s state corruption after
the detection of a fault.

To correctly perform the error handling the first step is the localization of the
error and the identification of its cause. Within the second step, the fault is
isolated by excluding the affected component from further interactions with other
components. The affected component might be replaced by spare components.
Further possibilities are to use other components to deliver the functionality
in addition to the already delivered functionality or to degrade the system (i.e.,
graceful degradation). The isolated component can then be repaired, typically
by an external agent.

If a sufficient level of redundancy is employed in the system, explicit error
detection is not required. Instead one can use error masking.
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Definition 10.11. Error masking guarantees that programs continually sa-
tisfy their intended specification, even in the presence of faults [14].

Typical examples for error masking are hot-redundant systems, where several
redundant units are executed in parallel. Errors can be detected by comparing
the results. If the master unit is affected by an error, another correct unit imme-
diately takes over the master’s task. The erroneous unit is excluded and can be
repaired in the following. After a successful repair, it is necessary to reintegrate
the repaired unit into the system to preserve the intended dependability:

Definition 10.12. Integration allows a repaired component to resume with its
intended behavior and interaction.

For a successful integration, the state synchronization is essential. All parti-
cipating units must agree on a new system state. A correct implementation of
the state synchronization is an important, though complicated step.

The dependency goals and fault assumption determine the type of the fault-
tolerance mechanism applied in a system.

10.3 A Generic Model of Fault-Tolerant Systems

The development of dependable systems can be supported by modeling. On the
one hand, models are used to analyze the dependability of the system, (e.g.,
by using fault trees as discussed in Sec. 10.4. On the other hand, model-driven
approaches can be used for generation of code related to fault-tolerance mecha-
nisms.

In this section, a generic mathematical model of dependable systems is given.
It is based on the work of Arora et al. [2, 3]. Based on this model, we can
identify the basic aspects required to describe dependable system and compare
the differenct models used by the tools discussed in this paper.

In the following, we start by specifying the execution of a system. Subse-
quently, we introduce the effects of faults and of fault-tolerance mechanisms.

10.3.1 System Operation without Faults

Definition 10.13. A system S = (V, Π) can be described by a finite set of va-
riables V = {v1, ..., vn} and a finite set of processes Π = {π1, ..., πm}. The do-
main Di is finite for each variable vi. A state s of system S is the valuation
(d1, ...dn) with di ∈ Di of the program variables in V. A transition is a function
tr : Vin → Vout that transforms a state s into the resulting state s′ by changing
the values of the variables in the set Vout ⊆ V based on the values of the variables
in the set Vin ⊆ V.

Definition 10.14. The system is build up from a set of components C. A set
of variables Vc ⊆ V is associated with each component c ∈ C. Vc = Vc,internal∪
Vc,interface∪ Vc,environment is composed by three disjoint variable sets: the set of
internal variables Vc,internal, the set of interface variables Vc,interface, and the



276 C. Buckl et al.

set of environment variables Vc,environment. Internal variables can only be ac-
cessed and altered by the set of processes associated with C: Πc ⊆ Π. Interface
variables are used for component interaction and can be accessed by all interac-
ting processes. Environment variables are variables that are shared between the
component and the environment of the system. Note that environment variables
can only accessed by exactly one component. This set can be again divided into
the input variables Vc,input that are read from the environment and the output
variables that are written to the environment Vc,output.

Components can also be structured in a hierarchical way. A component
c ∈ C may consist of several subcomponents c1, ..., cn ⊂ C. The set of inter-
face variables Vc,interface ⊆

⋃
1≤i≤n Vci,interface of c is a subset of the inter-

face variables of its subcomponents c1...cn. The set of environment variables
Vc,environment =

⋃
1≤i≤n Vci,interface is the union set of all environment variables

of the subcomponents.

Definition 10.15. The functional behavior of a component c ∈ C is reflected by
the corresponding processes Πc. Let Vinterface = {v|v ∈ Vc′,interface ∧ c′ ∈ C} be
the set of all interface variables. Πc is specified as a finite set of operations of
the form guard → transition, where guard : Vguard → B is a Boolean expres-
sion over a subset Vguard ⊆ Vc ∪ Vinterface ∪ Vc,input and transition : Vin → Vout
is the appendant transition with Vin ⊆ Vc ∪ Vinterface ∪ Vc,input and Vout ⊆ Vc∪
Vinterface ∪ Vc,output. We refer to the old value of a variable by v and to the new
value by the primed variable v′.

The processes are expected to be deterministic, meaning that for each state s at
most one guard can evaluate to true. This condition can be easily implemented
by using one variable as a program counter and including this variable into the
guard expression.

However, by allowing different processes to coexist simultaneously, non-de-
terminism is introduced. There is no semantics which process will perform its
operation, if several processes have an enabled operation. While non-determinism
is not desirable for modeling the normal execution of the system, it is required
to model faults due to the non-deterministic behavior of faults. To achieve de-
terminism of the system execution, the interplay between different processes can
be implemented in a deterministic way by specifying adequate guards in such a
manner that for each possible state at most one process is enabled. To reach this
goal, one might need to introduce auxiliary interface variables or use the value
of time for time-triggered systems.

Definition 10.16. Time is modeled similar to a component and represented
by one process ΠTime realizing the time progress and a variable vtime containing
the current time. ΠTime reflects the logical time and cannot be affected by any
faults. In contrast, the local time on the individual computational nodes of the
distributed system is derived from the components describing the behavior of the
clocks used in the system, the related process, and its variables. The transitions
can describe their temporal behavior by adapting the local time variable.
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Until now, the system has been considered in the absence of faults and wi-
thout any fault-tolerance mechanisms. The first step to reach fault-tolerance is
to translate the safety specification into a set of properties that must be valid
for the application. While Arora et al. use computations and sequences of sub-
sequent states to express safety properties we use state predicates P to express
properties.

Definition 10.17. A state predicate P is a Boolean function over a set of
variables VP ⊂ V. The set of state predicates represents the specification of the
system and is therefore defined implementation-independent. Hence, the set of
variables VP ⊆

⋃
c∈C Vc,environment is a subset of all variables that can be observed

by the environment of the system.

It may be necessary to define auxiliary variables that record the progress of
the environment variables over time to express temporal properties. Establi-
shing these variables explicitly, a potentially unnecessary tracking of all variables
can be avoided. In general, only very few variables are needed for the history
state [14]. Liveness specifications can be expressed by state predicates using the
time process Πtime.

The transitive closure of the transitions of all processes defines the fault-free
system as depicted in Fig. 10.2. It is defined as all states that can be reached
beginning from some start states sstart. The state predicates P describing the
intended operation must be true for all states within this transitive closure.

10.3.2 Faults

The introduction of faults into our model of fault-tolerant system is straightfor-
ward and can be designed as a component FH.

Definition 10.18. The fault component is described as a set of variables Vc,FH
and processes Πc,FH that perform actions in accordance to the fault hypothesis.

Due to the non-deterministic behavior of processes, the non-deterministic beha-
vior of certain fault types appears. The propagation of an error depends, in turn,
on the interaction between different components and their implementation. The-
refore, it is necessary to define the behavior of a component in the presence of
faults. This can be done by changing the actions of Πc for a specific component.
These could be the introduction of new actions or the addition of conditions to a
guard. Both, additional elements and new actions can be based on the variables
Vc and Vc,FH.

A good example is a fail-stop [14], where an auxiliary variable upc denoting
the fault status of a component c can be introduced. For all actions of Pc, the
guard is expanded with a condition !upc to restrict the execution to such states
where the component is not affected by a fail-stop fault.

10.3.3 Fault-Tolerance Mechanism

Kulkarni and Arora [15, 3, 14] pointed out that it is sufficient to use detectors
and correctors to reach fault-tolerance.
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Intended
Operation

Exceptional Operation
(fail-safe, graceful 

degradation,...)

Behavior
Conflicting 

Specification

Legend:
            Program Transition
            Fault Transition (in FaultHypothesis)
            Fault Transition (not in FaultHypothesis)
            Error Handling
            Error Recovery Transition
            Correct State
            Erroneous State
            Unsafe/Unreliable State

Fig. 10.2. Fault-Tolerance Concepts

Definition 10.19. Detectors de : V′ ⊆ V → B are Boolean functions that mo-
nitor the variables of a system and can detect errors. Using the definition of
predicates, a predicate d (Detector) detects a predicate e (erroneous state), if the
following conditions are satisfied for each possible sequences s0, s1, ...:

– Safeness: ∀i ≥ 0 : de(si) ⇒ e(si). This condition requires that, if the detec-
tor detects an erroneous state, the decision has to be correct. False positives
are not accepted.

– Eventual Detection: ∀i ≥ 0 : e(si) ⇒ ∃j ≥ i : de(sj)∨!e(sj). This condi-
tion requires that a detector will eventually detect a permanent erroneous
state.

– Stability: ∀i ≥ 0 : de(si) ⇒ de(si+1)∨!e(si+1). The detector is also requi-
red to be stable, that is, it should not signal the disappearance of an error if
the error is still present.

Definition 10.20. Correctors are actions of the form guard → transition
that transform an erroneous system into a correct system. The actions are trig-
gered by a detected error.

This notion is, however, very abstract and it is useful to distinguish between
different types of correctors. We will differentiate between operations for error
treatment, error recovery, proactive operations, and integration. Operations for
error treatment describe the reactions of the system when new errors are detec-
ted. A classic error treatment is the switch to a correct backup unit or a rollback
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recovery operation [16]. The operation may be based on previously executed
proactive operations that are executed to generate information redundancy
(e.g., in the form of checkpoints). The introduction of proactive operations al-
low a separation of fault-tolerance concepts and application logic. Erroneous
components are usually excluded from the system operation and can perform
error recovery operations offline. After a successful completion of the recovery
operations, the erroneous components can be integrated to guarantee the achie-
vement of the reliability goals. The integration operations perform the state
synchronization.

10.3.4 Summary: Modeling of Dependable Systems

When analyzing the discussed formal model, it becomes evident that it is ne-
cessary to model all three aspects of dependable systems: the normal operation,
the fault hypothesis, and the fault-tolerance mechanism. A strict separation of
the related mechanisms supports a better maintainability and increases the reu-
sability. However, most of the existing approaches do not support the modeling
of all three aspects or mix these aspects.

10.4 Reliability and Safety Analysis

Dependability analysis techniques have been developed so as to evaluate the
systems and correct the failures. Initially, reliability and/or availability were
the most interesting attributes to be analyzed. For that, just the binary states
(e.g., on or off) of the system and its components were considered. Therefore,
Boolean methods such as reliability block diagrams, fault or success trees were
adequate and sufficient. These classical methods are widespread. However, they
provide a static view of the system only. As embedded systems grew rapidly,
a dynamic view has been needed to analyze the dependability. Such a dynamic
view can represent multiple states of a system changing over time. An example of
a technique handling this behavior is Continuous Time Markov Chains approach.

The objective of the reliability analysis is to identify the kinds of system
failures that are to be expected (i.e., qualitative analysis) or the distribution
of the times-to-failure of a component, subsystem or system (i.e., quantitative
analysis). The reliability analysis is performed during system design or operation
to decide whether the reliability level of a system is acceptable or which parts
of a system are particularily critical. Its results indicate how and which parts of
the system should be improved.

In the following, we shortly describe selected, but typical reliability and safety
analysis methods:

– Failure Modes, Effects and Criticality Analysis (FMECA)
– Fault Tree Analysis (FTA)
– Markov Chains
– Model-based Testing (MBT)
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10.4.1 The FMECA Method

The Failure Modes, Effects and Criticality Analysis (FMECA) is ba-
sically a qualitative reliability analysis method that uses a static view of the
system and/or its components. It analyzes potential failure modes within a sys-
tem, classifies the severity, and determines the failure’s effects on the system.
It is widely used in the manufacturing industries in various phases of the pro-
duct life cycle [17]. It also includes a criticality analysis that is used to chart
the probability of failure modes against the severity of their consequences. The
result highlights failure modes with relatively high probability and severity of
consequences, allowing remedial effort to be directed where it will produce the
greatest value [18].

FMECA is one of the first systematic approaches to failure analysis. It was
developed in the 1950s for the use in U.S. military systems. It is put forward
by international standards, in particular in SAE-ARP 5580 [19], IEC60812 [20],
and BS 5760-5 [21].

Applying FMECA the system is split into subsystems. Within each subsystem
the components and their relations are identified. Functional block diagrams are
used to represent them. For each component a detailed FMECA worksheet (see
Fig. 10.3) is specified. It includes:

– functions and operational modes;
– failure modes, their causes, and their detection methods;
– failures effects;
– failure rates and their severity; and
– a specification of risk reducing measures.

Ref.
no Function

Opera-
tional
mode

Failure
mode

Failure
cause or

mechanism
Detection
of failure

On the
subsystem

On the
system
function

Failure
rate

Severity
ranking

Risk
reducing
measures Comments

Description of unit Description of failure Effect of failure

System:

Ref. drawing no.:

Performed by:

Date: Page:    of

Fig. 10.3. FMECA worksheet

Typically, FMECA is integrated in the design process right from the begin-
ning and updated during the development and maintenance. It is most often a
bottom-up technique. FMECA does not handle dependencies between compo-
nents, cannot handle systems with redundancy, and cannot cope with common
cause failures or cascading failures. As single events are considered, the effects of
sequences of events cannot be addressed. Furthermore, as FMECA has a focus
on hardware component failures human errors and software errors cannot well
be reflected.

On the other hand, FMECA is simple to apply. It requires, however, thorough
knowledge of a system and its environment. FMECA can be tailored to meet
specific industry or product needs. It helps to reveal weak points in the system
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structure during early phases of system design and by that, it can help to avoid
expensive design changes. FMECA is very effective where system failures are
caused by single components failures.

10.4.2 The Fault Tree Analysis Method

The Fault Tree Analysis (FTA) is used to show causes or combinations of
causes that then lead to overall system failures. It is basically a quantitative
reliability analysis method that uses a static view of a system.

A fault tree is a logic diagram that displays the interrelationships between
a potential critical event in a system and the causes for this event. It analyzes
combinations of causes using Boolean logic with and- and or-gates. The fault
tree analysis (FTA) method was developed at Bell Telephone Laboratories [22].
It was extended by Boeing and became a part of the IEC 61025 standard [23].

FTA is used in the design phase to reveal hidden failures caused by underlying
combinations of faults or errors. During system operation, it is used to identify
potential hazardous combinations of component failure and operator or proce-
dural faults. It is also used in combination with FMECA to analyze selected
system parts.

top event

or

intermediate 
event

1 2

intermediate 
event

basic event

and

or

4 5

basic event basic event

3

basic event basic event

Fig. 10.4. A Fault Tree

A fault tree (see Fig. 10.4) is constructed following the procedure provided
below:

(1) Select a top level event for analysis.
(2) Identify faults that could lead to the top level event and that represent an

immediate, necessary, or sufficient cause that results in the upper event.
(3) Connect these fault events to the top event using logical and- or or-gates.
(4) Proceed level by level until all fault events have been described in an appro-

priate level of resolution.
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Given a fault tree, the minimal cut sets can be determined: for a given event,
the set of basic events that lead to this event are identified. In a qualitative
analysis of a fault tree, the minimal cut sets give potential combinations of
environmental factors, human errors, normal events, and component failures
that may result in a critical event in the system.

For a quantitative analysis, failure rates for each basic event are assigned
which are then cummulated to the probability of the top event (i.e., the unwanted
incident) by assuming that all the basic event parts of the minimal cut set of
the top event are independent and happen simultaneously.

Fault trees provide a static view on event combinations that may cause in-
cidents. They cannot accurately model system dynamics. A fault tree is just
a Boolean method (failure or success only). For the quantitative analysis, ba-
sic events are assumed to be statistically independent, so that the results are
imprecise whenever this assumption does not hold.

Fault trees provide a clear picture of component failures and other events that
may cause unwanted incidents. The graphical model is well known and fairly
simple to explain. It forces users to understand the details of a system and to
discover weaknesses at an early stage. It is able to handle common cause failures
if component dependencies are well defined. It addresses redundant components
in a system. Last but not least, the static nature of fault trees may be mitigated
using scenario-based simulation of fault trees.

10.4.3 Markov Analysis

The Markov chain is a mathematical model for the random evolution of a
memoryless system, for which the likelihood of a future state, at any given mo-
ment, depends only on the present system state and not on any past states.
For reliability analysis Markov chains (also called Markov models) and their va-
rious flavors have been extensively used. Markov analysis enables a quantitative
reliability analysis of the dynamic system behavior.

For Markov modeling the states of a system and transitions between them are
considered. The system transitions are typically between a perfect state and a
failure state. Transition probabilities define the degradation/failure rates and the
repair rates. The Markov model has been developed by Andrej A. Markov [24].
It has been included in the standards IEC 61165 [25] and IEC 61508 [8].

A Markov model (see Fig. 10.5) is established according to the following
procedure:

(1) Define all system states including failure states such as operation, degrada-
tion, maintenance, or repair.

(2) Define transitions between the states and assign failure and repair rates.
(3) Define initial state probabilities.

For large systems Markov models are often exceedingly large, complicated, and
difficult to construct and validate. They suffer from the state space explosion
problem. On the other hand, Markov models are able to handle systems that
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DescriptionSystem state
3
2
1
0

Both components functioning
Component A in failed state
Component B in failed state
Both components in failed state

A two-component system

Its Markov model Its evolution over time

Its states

Fig. 10.5. Exemplified States Evolution over Time

exhibit strong dependencies between its components. System reconfiguration due
to failures, repair, and switching strategies can easily be described. The analysis
of a Markov model does not only give the probabilities for states, but also for
sequences of events.

Although Markov models are a powerful and mathematically sound formalism
for analysing system reliability, a Markov model is considered to be too low-level,
which makes building a Markov model a tedious and error-prone task [26]. Hence
this method is not yet widely used, despite the considerable benefits offered by
Markov analysis [27].

10.4.4 Testing and Model-Based Testing

Testing is an analytic means for assessing the quality of systems [28, 29]. It ”can
never show the absence of failures” [30], but it aims at increasing the confidence
that a system meets its specified behavior. Testing is an activity performed for
improving the product quality by identifying defects and problems. It cannot
be undertaken in isolation. Instead, in order to be in any way successful and
efficient, it must be embedded in adequate system development process and
have interfaces to the respective sub-processes.

Model-based Testing (MBT) relates to a process of test generation from a
model of the system under test (SUT) by application of a number of sophisticated
methods. It can be understood as the automation of black-box or white-box test
design [29]. Several authors [31, 32, 33, 34, 35, 36] define MBT as testing in
which test cases are derived in whole or in part from a model that describes
some aspects of the SUT based on selected criteria in different contexts.

MBT allows tests to be linked directly to the SUT requirements, makes rea-
dability, understandability, and maintainability of tests easier. It helps to ensure
a repeatable and scientific basis for testing and it may give good coverage of all
the behaviors of the SUT [32]. Finally, it is a way to reduce the efforts and cost
for testing [37].

The term MBT is widely used today with slightly different meanings.
Surveys on selected MBT approaches are given in [38, 32, 29, 39, 40]. In the
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automotive industry MBT is used to describe all testing activities that are related
to model-based development [41, 42]. To that end, the authors of [43, 44, 45, 46]
define MBT as a test process that usually encompasses a combination of dif-
ferent test methods which utilize the executable system model as a source of in-
formation. Thus, the automotive viewpoint on MBT is rather process-oriented.
A single testing technique is often not enough to provide an expected level of
test coverage. Though, it strongly depends on the targeted coverage criteria,
for example, white/box test criteria can be succesfully fulfilled with a single
method. Relating to all the test dimensions different test approaches should be
combined to complement each other (e.g., functional and structural). Then, ana-
lyzing testing activities throughout the entire test process, one can assume that
if sufficient test coverage has been achieved on model level, the test cases can be
reused for testing the control software generated from the model and the end-
product unit within the framework of back-to-back tests [47]. With this practice,
the functional equivalence between executable model, code, and product can be
verified [41].

10.4.5 Summary: Reliability and Safety Analysis

This section reviewed reliability and safety analysis methods and provided details
on FMECA, FTA, Markov models, and MBT. A comparison of these methods
is given in Table 10.1.

Table 10.1. Comparison of Dependability Analysis Methods

Method Modeling Concepts Dynamic Modeling Quantitative Eva-
luation

FMECA Components and
Failures

No No

FTA Events No Yes
Markov Models States and Transi-

tions
Yes Yes

Test Methods Any Yes Yes

Markov models and many testing methods allow to analyze system behavior
dynamically. Though, Markov chains are not wide-spread basically because of
their low abstraction level. Techniques described in Sec. 10.5, such as interaction-
based models, AADL, or proprietary solutions, can be applied as complementary
methods on a higher abstraction level.

10.5 Languages and Tool Support

After introducing the different methods for safety and reliability analysis, this
section discusses selected examples for model-based development tools that tar-
get the area of dependable systems. Since tools based on the Unified Modeling
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Language are already discussed in chapter UML for Software Safety and Certica-
tion, this section focuses on domain-specific approaches. Zougbi et al. pointed out
that generic UML-based tools have the disadvantage of not covering all neces-
sary aspects for modeling fault-tolerant real-time systems [48]. They also do not
support adequate code generators supporting transformations from more sophis-
ticated models than class diagrams and state charts [49]. The reason is mainly
the lack of precise semantics of the UML models [50, 51]. The main advantage
of domain-specific tools is the possibility to use restrictions (e.g., with respect to
the model of computation) suitable for the intended domain. Therefore, it is pos-
sible to offer a better tool support, for example extensive code generation ability
or formal verification. In the following, we discuss three concrete examples.

Within a project at the University of California in San Diego (UCSD), a
taxonomy of software failures and interaction-based models for logical and de-
ployment architectures were developed for the automotive domain [52]. Based on
these models, a verification tool has been developed that allows the generation
of models that can be feed into the SPIN model checker [53].

FTOS [54] is amodel-driven tool developedat theTechnicalUniversityMünchen
(TUM). It supports modeling of dependable systems and code generation for non-
functional properties such us scheduling, communication within the distributed
system, and fault-tolerance mechanisms. It is based on a meta code generation fra-
mework [55] and thus, supports expandability with respect to both the modeling
language and code generation ability.

The third tool developed by LAAS-CNRS [56, 57] is based on Architecture
Analysis and Design Language (AADL) [58]. The main contribution of this work
is the definition of reusable fault-tolerance patterns that can be used at architec-
tural level. These patterns can be instantiated and customized for a particular
system. By transforming the AADL model into a stochastic model, dependability
measures can be obtained.

10.5.1 Models

In the following, different approaches based on the applied models are discussed.
Note, the terminology provided at the beginning of this chapter is used in the
upcoming paragraphs independently of other variants proposed elsewhere (e.g.,
error and fault definitions).

Logical and Deployment Models. The first two approaches mentioned above offer
two models to specify the application logic and hardware architecture (i.e., plat-
form). In the UCSD approach, the Logical Model represents the Platform Inde-
pendent Model (PIM) and the Deployment Model the Platform Specific Model
(PSM) in the spirit of the Model Driven Architecture (MDA) [59]. The mapping
is achieved by a Mapping Model as depicted in Fig. 10.6. This contrasts the ap-
proach of FTOS, where the hardwaremodel is firstly defined and the resulting soft-
ware model refers to this hardware model. This approach is motivated by the fact
that the safety goals can only be reached when using the correct hardware architec-
ture [8]. In AADL, interacting application components (e.g., processes, threads,
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Fault-tolerance mechanisms
Pro-active Operations, Error Detection, Online Error Treatment, Offline

Error Recovery

Hardware Architecture Model
Controller, Sensors, Actuators, Network Topology

Software Architecture Model
Software Components, Interaction Schedule (time-triggered)

Fault Model
Expected Faults, Effects on Hardware / Software Components

Deployment Model
Controller, Sensors, Actuators,

Connections

Logical Model
Services, Service Interaction (Messages)

Failures, Detectors, Mitigators

Mapping Model

Models by UCSD Models by TUM

Fig. 10.6. Models and their Dependencies

subprograms, and platform components, such as processors, memory, buses) are
specified as hierarchical collections in one model.

Another major difference is the model of computation. The design of an
adequate model of computation can drastically leverage the implementation
complexity of fault-tolerant embedded systems [60]. FTOS uses the concept of
logical execution times [61] as a model of computation. This enhances the fault-
tolerance mechanisms [62]. Within the software model, all interaction points
between software components (i.e., actors) are specified with respect to time.
An event-triggered execution can only be realized on basis of this time-triggered
execution scheme. In contrast, the UCSD approach is based on a service-oriented
architecture, where message-passing is used as a means for component interac-
tion. The messages can be applied both for services executed on one controller
and for services executed in the distributed system. This contrasts the approach
in FTOS, where ports are used to realize the communication. AADL itself de-
fines no concrete model of computation. Dynamic aspects are described by the
selected operational model. This concept allows for the definition of different ope-
rational models for a system or a given system component to represent various
system configurations and connection topologies.

Fault Models. All the reviewed approaches force the user to specify the fault hy-
pothesis directly in the model. In the approach of the UCSD, a failure taxonomy
allows for the description of the possible failures. The base failure taxonomy is
depicted in Fig. 10.7. It can be augmented by domain specific failures. For each
failure the cause can be specified and hardware/software, permanent/temporary,
and unexpected/non occurrence behavior is distinguished. In addition, possible
failure effects are categorized as Nonhazardous, PotentiallyHazardous, and Ha-
zardous. The concrete effects and the affected components can be described in
the logical model. The approach in AADL is similar. AADL error models allow
for modeling component behavior in the presence of faults. Error models describe
error states, error events, and error propagation. By the occurrence property, the
arrival rate and probability of events and propagations can be specified.

In contrast to application specific errors, FTOS specifies a number of generic
fault effects for each software/hardware component type in a distinct model.
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Fig. 10.7. Failure Taxonomy [52]

For network components for instance, FTOS defines seven different fault effects
as suggested in the international standard IEC 61508 [8]: DataCorruption, Ti-
meDelay, DeletedTelegram, Repetition, InsertedTelegram, ResequencedTelegram,
AddressingError, and Masquerade. It is possible to specify which components
might be affected by which fault effect and constrain the number of simul-
taneous faults. Because of generic fault effects, generic fault detectors can be
applied. Code generation and verification are also supported [54].

Fault-Tolerance Mechanisms. The fault-tolerance mechanisms in the UCSD ap-
proach are specified in a similiar manner than the fault hypothesis within the
logical model. For each failure effect a detector has to be specified. Detectors
activate appropriate mitigators, similar to Arora’s concept of Detectors and Cor-
rectors. Services can be used both as unmanaged service that defines system be-
havior without considering failures, and managed service that are equipped with
detectors and mitigators. The services can be composed hierarchically allowing
the fault-tolerance mechanisms to be applied at different levels of abstractions.

FTOS extends the concept of Arora and uses a separate model to specify
the fault-tolerance mechanism. The system is split into fault containment units
(FCU) and sets of components that can be affected by faults. In addition, re-
levant sets of fault configurations, and functions mapping each FCU to correct
or false can be specified. At runtime, tests monitor one or more FCUs. If at
least one associated test assumes the FCU to be faulty, the status of this FCU is
set to false. Whenever the status of a FCU changes, the system determines the
active fault configuration set. Changes of this set can trigger reactions (error
treatment) by the system. Examples for error treatment operations are roll-
back operations or switches to a correct redundant unit. All error treatment
operations are performed online. They can lead to the exclusion of erroneous
components. The excluded components perform recovery operations offline
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Fig. 10.8. Concept of Fault-Tolerance Mechanism

followed by tests to check the correctness of the repaired component. If suc-
cessful, the component request the integration into the running system. The
integration leads to a change of the active fault configuration set and triggers a
new iteration of reactions. The relationship between different types is illustrated
in Fig. 10.8.

For AADL, Rugina et al. propose different reusable fault-tolerance patterns
at the architectural level (e.g., hot standby). The interaction between different
components is specified within a dedicated pattern. The patterns should be
customized for a concrete application, for example, by defining error detection
strategies.

10.5.2 Implementations

All mentioned approaches have been tested in the context of different applica-
tions to point out the benefits of the model-based approach. UCSD used their
approach to verify a central locking system in the automotive domain. The mo-
del was translated into another model that could be directly feed into the SPIN
model checker. Based on the generated model one can verify the achievement of
the safety goals or use the produced counter examples to refactor the system’s
architecture.

FTOS has been applied to prove the efficiency of the code generation and the
possibility to cope with heterogeneous systems. One application is the classic
”inverted pendulum” controlled by a triple-modular redundancy (TMR) system.
Here, the generated code could be executed with a control response time of
2.5 milliseconds. Another application is the control of an elevator, consisting
of a hot-standby system executing the control logic and five microcontrollers
implementing the I/O functionality. Since the focus of FTOS is on the non-
functional requirements, the code implementing the control functionality has to
be provided manually. However, this gap can be closed by combining FTOS with
existing tools for the development of control functionality [54].

The work of LAAS CNRS is used for dependability analysis. AADL models
can be transformed to other models (e.g., stochastic Petri nets). In the context
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of a safety-critical subsystem of the French Air Traffic Control System, different
architecture solutions were compared to evaluate their availability. The complete
approach allows for a simple and fast evaluation of the design alternatives.

10.5.3 Summary: Language and Tool Support

Several tools for analysis and development of dependable systems are emerging.
They differ in the number of covered aspects and in their application domain.
For specific domains and application areas, these tools can facilitate the deve-
lopment/analysis process considerable. By using domain-specific concepts, such
as a specific model of computation, or restricting the application purpose of the
tool, these tools offer extensive code generation or analysis abilities. However,
there are no generic tools available that can be used in the development process
of arbitrary dependable systems.

10.6 Conclusion and Research Challenges

Within this chapter, we discussed the current state of the art with respect to
model-based tools in the context of dependable systems. As dependability com-
prises very different aspects ranging from availability to maintainability. Here,
safety and reliability were in focus. The chapter started with a definition of
the relevant terms and concepts. Subsequently, in Sec. 10.3 we defined a formal
model of a fault-tolerant system. This model can be used to discuss and com-
pare different approaches and to get a good understanding of the concepts of
fault-tolerant systems.

To illustrate the state of the art of model-based methods for reliability and
safety analysis, Sec. 10.4 provided details on FMECA, FTA, Markov models,
and MBT. A comparison of these methods can be found in Table 10.1.

Finally, Sec. 10.5 gave insight in some tools from academia that show the po-
tential of model-based approaches with respect to formal verification and code
generation. By using domain-specific models, the system, fault hypothesis, and
fault-tolerance mechanisms can be specified. The presented tools allow the au-
tomatic synthesis of code or the translation into formal models that can be used
as input for verification tools.

Regarding future research challenges, three main areas can be identified: mo-
del use throughout the whole development process, tool support for formal ve-
rification, and designing adequate fault models.

In currently available tools, different models of the system are used in each
phase of the development process. Typically, these models can not be reused in
the next phases, nor is there an automated transformation into adequate mo-
dels. Especially in the area of dependable systems, where the developer has to
provide a complete tracing from requirements to the resulting system, an in-
tegrated model-based development process with extensive tool support ranging
from requirements analysis through code generation to validation would be tre-
mendously beneficial. Some promising results have been provided by industry in
the context of control systems [63, 40].
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Furthermore, the integration of formal verification techniques is becoming
more and more essential. The current state of the art with very complex ma-
thematical models restricts the application to experts in formal verification. A
promising approach is the automatic synthesis of these models out of domain-
specific models that can be designed by non-experts. A major drawback is ho-
wever that the counter examples are presented using the mathematical models.
A translation back to original models is still an open research challenge.

Another major issue is the formal specification of the fault-hypothesis. Cur-
rently, this fault hypothesis is typically specified as a textual document that is
not machine-readable and usually inconsistent or even contradictory. A formal
model to specify the fault assumptions within the system model, which is also
linked to the basic faults described in the certification guidelines, is only partially
covered in some ongoing research (e.g., [54]).
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